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Abstract: In this paper we will explain how model based 

testing can be used to test the protocols that shows 

sequential (time based) temporal relationship between 

entities based on UML sequence diagram. First the 

dynamic model and temporal relationship are validated 

through model based testing. After validation this dynamic 

model becomes the oracle for validating the proposed 

protocol. An experiment was conducted on this by giving 

random inputs to the temporal relationship and dynamic 

model. Error was detected if there is difference in outputs of 

the two.  

 

I. INTRODUCTION 

An algorithm was developed for dynamic model based 

testing. Temporal relationships were validated through model 

based testing. Following algorithm tests the proposed 

protocol specification.  

Step 1: Temporal relationship and dynamic model made 

through message sequence matrix are validated. 

Step 2: Errors are injected / seeded in temporal relationship 

(TR). 

Step 3: Random inputs are given to temporal relationship and 

dynamic model. 

Step 4: The mismatch in output of temporal relationship and 

dynamic model denotes detection of error. 

Step 5: Repeate Step 3 to Step 4 1000 time and record the 

behaviour i.e. mismatch/match. 

 

II. RESULT AND ANALYSIS 

The experiment was conducted to model a given protocol. 

The model prepared is able to test the protocol at early stage 

of the development. In this experiment the ability of model is 

verified through error seeding technique. The experiment is 

run for 5 instances of single seeded error (as shown in table 

1), for each error 1000 attempts were made and this process 

was iterated 20 times. The data generated through this 

attempt formed the statistical base to analyze the behaviors of 

random test cases. Below are drawn charts to show relation 

between the numbers of attempts required to kill error and 

the number of errors killed successfully. X- axis represents 

the data sets and Y – axis represents number of attempts. 

Table 1 Seeded errors 

Error number The error seeded 

Error 1 t[1][0] made == instead of > 

Error 2 t[3][2] made <= instead of > 

Error 3 t[5][4] made don't care instead of > 

Error 4 t[7][6] made >= instead of > 

Error 5 t[4][3] made < instead of > 

 

 
Figure 1: Error 1 

 
Figure 2: Error 2 

 
Figure 3: Error 3 

 
Figure 4: Error 4 
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Figure 5: Error 5 

 
Figure 6: Relation between average of first killed attempt and 

average of total killed errors 

 

III. CONCLUSION 

By conducting the experiment, various results were recorded 

{Appendix A}. The results were visualized in line graphs as 

shown in fig 1 to 6. By analysis the results obtained through 

experiment, it is found that 

 Number of time the seeded error successful caught 

i.e. total killed errors was almost constant for a 

specific error. The model behaves in the consistent 

manner for various set of random test cases. So 

confidence in randomization of input data is 

strengthened. 

 Earliest first successful attempt to catch the seeded 

error was below 10 in most of the cases i.e. 4 out of 

5. The dynamic model of given protocol catches 

error in few attempts and so the model as well as 

random testing is dependable.  

 Number of first successful attempt in average is 

increased, as average of successful detection of 

errors is decreased, this verifies the statistical 

phenomena in the experiment. As per the statistics, 

frequent event will occur more times in a given 

duration or attempts. So the first successful attempt 

occurs early for easily detectable errors. [Figure 6] 

 Out of total 100 attempts, each of 1000 random test 

cases, one exceptional case was observed, in which 

the seeded error was not caught. A further 

investigation shown that this exception occurred in 

the case of error no 4, the seeded error was ≥ 

(greater than or equal to) instead of >(greater than). 

It can easily be inferred that the error injected cover 

most of the correct inputs also hence malfunction in 

rare case. So the phenomenon of not detecting an 

error was due to nature of less likely occurrences. 
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